Compiler Design

Exp–2 Regex To NFA

Name:- K. DUSHYANT REDDY Reg No.:- RA1911033010029

Branch:- CSE-SE

CODE:

*class* Sort:

    Character=1

    Join=2

    Positive=3

    Kleene=4

*class* DispDataTree:

*def* \_\_init\_\_(*self*, *\_type*,*value*=None):

*self*.\_type = *\_type*

*self*.value = *value*

*self*.left = None

*self*.right = None

*def* buildDataTree(*exp*):

    load=[]

    for x in *exp*:

        if x.isalpha():

            load.append(DispDataTree(Sort.Character, x))

        else:

            if x == "+":

                s=DispDataTree(Sort.Positive)

                s.right=load.pop()

                s.left=load.pop()

            elif x == ".":

                s=DispDataTree(Sort.Join)

                s.right=load.pop()

                s.left=load.pop()

            elif x == "\*":

                s=DispDataTree(Sort.Kleene)

                s.left=load.pop()

            load.append(s)

    return load[0]

*def* seq(*val*):

    if *val*.\_type == Sort.Character:

        print(*val*.value)

    elif *val*.\_type == Sort.Join:

        seq(*val*.left)

        print(".")

        seq(*val*.right)

    elif *val*.\_type == Sort.Positive:

        seq(*val*.left)

        print("+")

        seq(*val*.right)

    elif *val*.\_type == Sort.Kleene:

        seq(*val*.left)

        print("\*")

*def* first(*p1*,*p2*):

    sym=["+",".","\*"]

    return sym.index(*p1*)>sym.index(*p2*)

*def* ad(*exp*):

    t=[]

    for i in range(len(*exp*)):

        if i != 0\

            and (*exp*[i-1].isalpha() or *exp*[i-1] == ")" or *exp*[i-1] == "\*")\

            and (*exp*[i].isalpha() or *exp*[i] == "("):

            t.append(".")

        t.append(*exp*[i])

*exp* = t

    load = []

    res = ""

    for x in *exp*:

        if x.isalpha():

            res=res+x

            continue

        if x == ")":

            while len(load) != 0 and load[-1] != "(":

                res=res+load.pop()

            load.pop()

        elif x == "(":

            load.append(x)

        elif x == "\*":

            res=res+x

        elif len(load) == 0 or load[-1] == "(" or first(x, load[-1]):

            load.append(x)

        else:

            while len(load) != 0 and load[-1] != "(" and not first(x, load[-1]):

                res=res+load.pop()

            load.append(x)

    while len(load) != 0:

        res=res+load.pop()

    return res

*class* FA:

*def* \_\_init\_\_(*self*):

*self*.changestate = {}

*def* cal(*val*):

    if *val*.\_type == Sort.Character:

        return calCharacter(*val*)

    elif *val*.\_type == Sort.Join:

        return calJoin(*val*)

    elif *val*.\_type == Sort.Positive:

        return calPositive(*val*)

    elif *val*.\_type == Sort.Kleene:

        return calKleene(*val*)

*def* calCharacter(*val*):

    initialstate=FA()

    finalstate=FA()

    initialstate.changestate[*val*.value] = [finalstate]

    return initialstate,finalstate

*def* calJoin(*val*):

    lnfa=cal(*val*.left)

    rnfa=cal(*val*.right)

    lnfa[1].changestate['-'] = [rnfa[0]]

    return lnfa[0],rnfa[1]

*def* calPositive(*val*):

    initialstate=FA()

    finalstate=FA()

    tnfa=cal(*val*.left)

    bnfa=cal(*val*.right)

    initialstate.changestate['-']=[tnfa[0],bnfa[0]]

    tnfa[1].changestate['-']=[finalstate]

    bnfa[1].changestate['-']=[finalstate]

    return initialstate,finalstate

*def* calKleene(*val*):

    initialstate=FA()

    finalstate=FA()

    snfa=cal(*val*.left)

    initialstate.changestate['-']=[snfa[0],finalstate]

    snfa[1].changestate['-']=[snfa[0],finalstate]

    return initialstate,finalstate

*def* showTrns(*state*,*complete*,*table*):

    if *state* in *complete*:

        return

*complete*.append(*state*)

    for symbol in list(*state*.changestate):

        prntopt="q"+str(*table*[*state*])+"\t\t\t"+symbol+"\t\t\t\t"

        for er in *state*.changestate[symbol]:

            if er not in *table*:

*table*[er]=1+sorted(*table*.values())[-1]

            prntopt=prntopt+"q"+str(*table*[er])+" "

        print(prntopt)

        for er in *state*.changestate[symbol]:

            showTrns(er,*complete*,*table*)

*def* showTTable(*NFA*):

    print("Present State\t\tTransition\t\t\tNext State")

    showTrns(*NFA*[0], [], {*NFA*[0]:0})

r=input("Enter regex: ")

pr=ad(r)

val=buildDataTree(pr)

fa = cal(val)

showTTable(fa)

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAsgAAADXCAYAAAAHtKcRAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACIcSURBVHhe7d2/buLK38fxL89VgJQUSGm3SRUj/RqkvYCAWClQHW25XZQuJAWBLkq35WoriLQR7AUcieZIOFWatJEoEgnuws+MPcBgjPkTQ0LyfklOwCbYkLH98Xg8TnmKAAAAAPD9n/kNAAAAQCEgAwAAABYCMgAAAGAhIAMAAAAWAjIAAABgISADAAAAFgIyAAAAYCEgAwAAABYCMgAAAGAhIAMAAAAWAjIWGErrW0qKt0PzPHnuVUpS31pqTgu8tKSYKkrrxTxfQL/vvOVeep4AAODT2XpAJpjsFvcqI5W7upydpM2YN7RXlrNaRyr7DXHNqBn3DUldBVOzBwU5zOrldqWxQrAGAACfW3xA1mEjpQJtxNC4N6/BhzW8LUrusiDN53NxzLi35lwMpFmqSm7eQdbRd2k+5lQZLcqvJ/X8X12Gc1KtnUl5L3gJAABAnKVqkOuuJ543PZwfmYn4oFz5Ve5IofXznQXLtJRvmlK4q8iPyOYTavofXUZ/SvaxI1XJB2X24r1EfAAA8N4l0MRCn74OapR1jeOkltk6De63HQ3G5y7VcxVuMuPXqWGmNjB4z8j38gXtYv1T6dZ762GdtrLBcut5mPcdvV9ELeX0Z5wzv9AyTYbQaf5wDb1pGjDiN0dR48PzmDd+PN/Q+6xjeHutwmV804rRcsxb/pWFvre5Zyn8phYinfKvULnQRv/DH9L/UlCfoOu/19xysew8AQDA5+HFceuefkndNc8j9by6eo1+ndR6ZtzAa5bU81JTPZrWq0WPH3tuegX1XoXW5BX+30hdzWnEvL8/34LXfDajl1reWYNWwbyXPV/zucafKWI5IpZ1dtxoWe3lH83TWvaI+UX+rfmMU/M0Jp9jel6rM/OdWpZpel5T37P53HF/M09QJgrq7yffx+z3EzLvf63Hm2XQ7xtM19/t9HutNU8AAPApJBeQQ6E3CBuzQS0IJvMDcvT0YB6LQufs65YzCpbhzzm1LCYAhl8T/pyRn3vme5yznP7rwgHNfL9+6LMfR3hFSJ0y57Mu4n9fa4Tz4O/iPneUxf9r/b7zpq83TwAA8Bks1cSi6kxOQQfDbI8AheO8vL6fA1e6l1HvlZVsSaTz1DfPjZIabx4GHDlXob+9Vo8LBcmG2to6F+oA4k/ZX5bhf23pSF3yobbX6eyh+vkgffN99J86wYMZ1vvfd6Wqnhf/F1rOvawa2xm/V0B9JlfFtkt94VnOb/bQm9eedq8s7STa27701VLMfh+L6F4j1lYqSn5qfsH/XB77M81cAnPKhEX//2LLwsrzBAAAn8GaF+m1N3PhlgpmD+pXp5wJBXLd1VjwkrcSBN+q5KaWSw1ONXiB4fzTVNGyKtfjNq9Dad2o11hhbNj3P6VU9kPvtV9RYyMcnUuvFjysu++lR4lwO/GUZMrzDg7WkZbsF/Nwa95ingAA4L1J4CK9BO1lRdfHFlqDUCA3wxv2RBDUjtalF7Vc9gGDX/tqh3wV7qUpA1MTrQW1zrr7tKj3mu0hZNTdWr2morfzHvrz1eE4J9WS+lzWcg9ar6hBnjGU/qP69SUbOpuwSW8xTwAA8N5sPSD7QfOuL9EnxhefNn8r4aYU0Uxtca03FXhHzTTGIptSzPHSkh+mu7XzizMV0TtSOZ3TB3BSvVgsWj6/iYg6XDgNfa65Jr2DLN1LxEtX2nfqMOJguhHNhCpDsdPXsHCeAADgM9h6QA6Cpt0EwZaW8mnQ3nad7to2St+AorTgLm5q+f1T9IvasJpuyhbXBrvS0M0uSk356belNe2R5/QBHLSTVi67Mcu4hL28FNWBSvXfOe/iB+jp6brLt7lNLEzw1Oa+5xQVqE/tzx3BhPTgTnlJWGKeAADgU1jzIr1X9Bd7dO6fip9qZ2z3N6yme89NkZl2yG/dtCC4AUWvFtEO2aqxdS56Ug/382wG+zvTF5ANWjLbDnn8XehaV31RXqim1rRH1t9f+CAi/b+iH1ylln9lO+W05I/VO80L2vpiwPGFg8FyXx8M5jexMIFbq3+dXTLnaxD6J99ZRipferM17xb3X92uuynf17xhzTrzBAAAn0PK020AkBCrbW4oaOkaVt2OuPm8oQscE2c+i24u8t7uQqebkuxX5NDljo4AACB57+sivV1neuGI6vLuVV2gvQlHvusa4cvcO7u73KQpxLq1xwAAAHEIyEkyvXB0/nYnTUY0c6HdbL+771v6pO0353gfPWcE3KuMVO7q0qMpBAAA2BCaWCTONE0wz0Z013Xr3cDkrem20BlpH7+D5febVrSluDPNVAAAwC4iIAMAAAAWmlgAAAAAFgIyAAAAYCEgAwAAABYCMgAAAGAhIAN4O7pnEv9OhnG3cF+W7nEluDPi++q7GwCwawjII2ZHvc0d6/C2mFAwUN5g+YFtSHQ9AQDjLbYt7Pd3R2xA1rdH1rUx08P7uWnEuzWuFeM7Q/KCDaxdvsLDDoXJvbK0PU8871xef0PztJT/6PfiFuTAzhjvL8P7SXNG6GpHtmb3jd3dDiPS4hrkUlMG/g4sGHq1jlT2U1K8nbpXHEb0SrJfEWkNxt+Z5/0UOWVlQTL0HQ4nZasndTVO34hmMi6JsAkA21MoiVR+7+Ze0q+0cKpSd0fbYD3kpfutNX1XXewW9Y+cq1cTTwVkTwVky8BrltR4qXs9+3lNPXtuegX1lvpt9aB22v4rbINWYTx93mvC7zOZV4hbt16jBr0MFn9e/vL3PBUixq+z5+l/RmtaeFAFfgXmu5j5zmzTyzI7hD/r6PueDK9a/gXfGXZNUJ4i16NV1s2Zda7gNZ/NNMMvaxHvFbWOhMvlwvnNrDOrrCfhdWR22ccWbluC+erPNL2tmrMNAvA6Zp0stJpq3YtYr6P26+P1MrxtGW03wtsAe/wq25ZlmPeL3ZeuOM8F2+NV9/tL5S7MWCMgj/45o3+ovXOy/okmiNn/qOm/U8YrhjWHeeMiVxK70MwW0kmhiF8un5lv1M5+eaPvYrkVLFi++Nf2atMrxmj55wWOuOVf5jvDrgn+h9EbvGXXTfUeofU8WFeny95kozwps7NlavS66XI9U44t/utjDiqXWU/G/M8WPa/R9mB2m2S/3tqRjdcL8z3GHvgCWIu1z9fr42RbNhuQZ7Yt8/LC1PobtZ4HVtq2zGW2GUtuHxbPc7ntsW+J/f5S3xkirV+DPB4/LxSGdtxz/pEzhSVmBzcReu+R0N9G7RDn/u0SBW0pJnxM72CjrbdyztlZL1z+5b4z7Jo5/1ffkutmlIiNaORGeqbcze7UFonezkystJ7MLc/zPnMwfrK85nloedZbVwEsZG9r9ONwthitm3P2cZHrptkP+6+1H4cktV4H76OWdfQ5Yqw1z4jtsW/OdzK2yneGGSv3YuFeZaRyV5DmTVnSZpyvlJWseRhw5FwF8PZJ8Krhf23pSF3yoYtn0tlD9fNB+qPG+XtZKahXVvZjLmy770pVvar4v6klGP/t+L18s/PcqKNzddAxELVii1zmNtBYPy3ZL+bhKlb6zvChLFg3I6lyodfMGaWi5PfM40imfOqy/54urvHLv8hhNvyZHcnX1K/H/lRbwcJxfnr7BmDz9spy9qUivyJ6ZVg6Q2hqP6wOvKXqqP2vo9b8Wm+jF+4G14UE14N0yplgv59k++N52+MFVvrOMGNxQL6rSMa6MjP3qC/aa0s5dic5q//UUT+rkrPeyx904bX5V7XrghZcDBi8bjpgDvsP6qc93Qz7FTX2PZhcTa+OXtXz4HOv1RXLTI8Y6n9waaat4P1/Z3hLsz1j5PxAuQ7nwpNBq2AdIL6Xi3oLkp233brrS988BPB2nK91qd7MhsulM4ThXASBVVeS9S62cdlyUPGg9/v+9s/PTuv1YJXU9njV7wzTVu7FwvsTqjleUvZAFRhdUO33Gg/hwD0paJOAOQnJwdFPQZrP9ntMhnfVxZNfoxysqFErfSwdjnWAVUe/9ufTR8ar2qnvDFulN8aZcid0BfZo57KeSU8bwdkUXavyrnu+mallB/Amjr5LU9rSDQXL1TKE7iJOhcpSXeollR+23JuEv/17bvpnZ1ftmSPJ7fFq3xnCVm5isa61q/R1wPRD8mwzjERPD5hTGA/97a1Gi76T4PSICrX/LHH0u2j5N/Gd4QMYSvdvxz8Q/r6RgyR9NsWE5Kf16mgTOR14lFe7iY60/wuvH650L2lSAbwfackfi1pXp7cXq2wHhrc/TFPQczk/VfnhriI/Ig7QE9m2rCh+nitujxfs99/i830kWwvI/lFhSZ/ij2+Pq4+ewk0R3H/16YDDyelR3U7Jb1+U5A04spL1a7p+vaK9sCuNiCPV4e21f3qkfhqqfTehdd4RZlC47Z160HF6dBOLBcu/ke8Mu8+0Gb6zamz8Zj3rNrGIWAdeutK+UyH0YM062gXryXIc+d5S71L+MVX+3Sv9OetyFtceG8BWpU/O5LB8LW3z3LdkhtD3ItA1sIXWz6CG1LRHDq/7viS2LXp7GXG9hftbN1+MqOCKneeq2+MF+/1lvzNE82Isuro8MKdXhTn891SznRpCV7zPvGbOe9tXjka9NvpKzbgr+M0V7NYw9+rQecxVo/Z7zC6Dxe71IuK14c+ol2f+/2Xx8i/6zrBr4srzsuvmqLeL0aDL4Oz7Rpa7qKukI9aBpcqhGSI/S9x6ErnOmSG0vDPznfluor/P6G0JgFcz6294nRvngEX5wH7NeFsQXldH+8aIHm4W7IOXMvMeaojb7sbOc7nt8cTos02G8PY29jvDXCn9Q31ZAAAAAJTtNbEAAAAAdgABGQAAALAQkAEAAAALARkAAACwEJABAAAACwEZAAAAsBCQAQAAAAsBGQAAALAQkAEAAABLYgF5eFuUVCo1GSLuTQ4AALC+obS+BTmjeDs04zbopSVFO9ukitJ6MdPwoSUSkN2rlGTKIs1nT/Sdq73nphQuc4RkAACQiKAi7ofIqcoYZtxG6XC835biKNuooVfrSGWfkPwZLBGQXWlMHT0FQ+PeTFYF6PpSpO62pbxnxu2Vpe3WRS6vKUQAACDeTE2tHqwget+QzN+iDDwra7zSzJlvPXxrybheWmeZ0Pycf3Q470j7vy3UXuNNxQdkv8Dm5KE1GB89+bXDZrI2/K+tikpd8kdmhG8orZuq+k0hAgAAMVT4Te1X5NCd1NR6upLNdnQu3p+ypM3T1wrOfB9KbzQ/NfRqZiKgxAZk93dFOqWm/DyZXyT7Tx2RUlay5nlQ45yR9nFPmiUVkZ/6ZjwAAIDNVKjVenI+VdG2QeMz3+fimFFLe+mLSj1ymE0qquO9ignIrnRVASoc55c/YtNHgalryT570j6ZRGYAAIAZL11p36mw+nXlqLq26DPfy3Cl4eiz4+v8LXZNIhfpaX3dlkeV716C7YMAzDO5ktsextcGAAASpM+O56QqBWk+r1HzjJ3z6oCcPSiI3FUk5zeetwtNX/rqqLBwQE0ykLy0lP9Y7fXMsLVTlADwaegKCR2OQx0S4EOLCchZyUa0IfbbJZvHWvp/Rf+ivfppqPH8fdc/0ir+j3Y6AAAgwl5WDtWvh759Qf/oQv/NSGf9OUrf7mXLtEuepcNxRiq6GYhLJcRnEhOQ05I/VtHX6qpNd4mSeyxM9WKhu0E5q4lUnYaMez3WvV84Kh63fnKkBQAA5nAkrzJEp/xrnCHcKxVIVdKYyhpJOspLXTpS+T2eozT2KyKl8BwJx59ZbBOL9EnbdIodtG/MPJ2Jd1M0UyecC909SlVyo7aQuqC1BtKO6f0CAADAuRhIszTJENcHA/FOD6fOVk/1k6wyhp7WKWeC5yvf3c6R89ENzfy/DzoXOPsyNUeR+19+ONaqjpn3eOBmIR9dytMNF1ehC6npr5CjKQAAkDjdK5bzIM3n7bX51X0j5x6bMkiwv2XsrsR6sQAAAAA+AgIyAAAAYCEgAwAAAJbV2yADAAAAHxg1yAAAAICFgAwAAABYCMgAAACAhYAMAAAAWAjIAAAAgCXRgKzvQuPfgvFqdH9zAACA13KlMXWrZz1wu2dsTjIBWd8SUhXW7tee1M0oAACAZDhy7nmie6YdDb1aRyr7hGRsxhIBOeqoLSWNezP5pSVFR6SnCuv5kRkHYPPMgelkaKi1FQB2kM4SU9szPcSHX+efphSkI30CMjYgPiD7BTYnD63B5KjtWRdIy15Z2t65OrYDsDV63fw3b9WmDKRZqkqOkAxg1+iD/f2KHLqj7ZkaXM5H423FBmT3d0U6pab8PEmbMQDeBX1gemEflqalfKp3KFXpjs7uAMC7N5TWTVWk1lvxLLT6u9Mgo3zn7DU2ICYgu9K9FCkc59WuF8C7t5edPrsDAO/dS1fadyL1r8uch1ah+Nuo+UVGKnd16f0pk1GwEclcpAdg68a9xoyG/Yp0zDQA+HjSUv5jN8MQyaltX/F2aKYDySEgAztIh+PcZUGaz9bOInx9AAB8ZEfn0quJdP52hYiMpMUE5KxkS6rgPfXN84DfLtk8BvAWguZPUjuT8l4wBgB20l5WDtWvh74dcU27ZOANxQTktOSPCyKX1+NuVoa3Rck9FqilAt5UcPAql91JjxXmKnAOXgHsFkfyuha4/Gu8PXOvMlJRSWNR1vAzyaVI/ZR2yEhebBOL9EnbdMQdtHHMPJ2Jd1M0U0fsfpJz4h/zXebG7SLH/SUDSIhuh6dvyqO7dTPr3k1WBjSxALCDnItRN5XB9uz6YCDe6eH0AX9EP8mZv0UZeNyDAZuR8nTjxVXoQmr6K6RQAgCAxOmzYs6DNJ/bNCXDm+AiPQAAAMBCQAYAAAAsBGQAAADAsnobZAAAAOADowYZAAAAsBCQAQAAAAsBGQAAALAQkAEAAAALARkAAACwJBCQh9L6Nn37Rz1wi2kAALAJ7pXJG99aKoUAyUsgIKel/McT3VvcaBi0ClJ1CMkAACBh9w3JXZrHwIYsEZBdaYRqhxfVEKdPzqSufj/0Oa4DAAALvLSkOJM1itJ6MdPHhtK6qYrUetKrmVHABsQHZL/A5uShNZjUED83pWAmAwAAvMp9Q1L7FTl0rbPRrq5mmzW8/SGVu7r0LhwzBtiM2IDs/q5Ip9SUnydpM2Y57lVOqlKXsxX/DgAAfCaTGuHzIzNqnpeW/Ch3pO6eC/EYmxYTkF3pXooUjvOyTMwdN5hXQ+6yIM1nCjAAAIjx0pX2nUj96+LEMKq0+74oSAMJSOAivYBzYZ0aeS5Ke1+F5SvXTAWQLHqPAfCJ+BfmFaR5U16q0g54rcQC8pS9svxsFUQuu0JEBjZhtvcYPSw8RQkAO8eVhlOVQuunlPfMKGDDYgJyVrIlkc5T3zwP+Kc4zGMAAIC17WXlUP2a7vXKtEseue+KftYpZ6bOmPldvd1VJKOf0x8yEhYTkNOSP9a1wNfjblaGt0XJPRYW92Jx35BMuaOO9r7TDhkAAMzhSL6mw++v8Rln9yojFZU0xlnj6HzmbJke/G7eSk0Z6Od/aHqBZMU2sUiftFUB7EhFtydWR2iZpzPxbopm6khEP8kqFfdUgW3TiwUAAIjhXAykWapKzmSI64OBeKeHnK3Gm0qpozDPPF6O7hvZ9FdIe0cAAJA43Tey8yDN5zbtjvEmNnORHgAAALCjCMgAAACAhYAMAAAAWFZvgwwAAAB8YNQgAwAAABYCMgAAAGAhIAMAAAAWAjIAAABgISADO8i9SknqW0uG5jkAAEgOARkAAACwJB6Qh7dF/17qqVRDXDMOAABgfa40/GwxOzTuzUuABCUbkF9a8qPcMU8AAACSU2gNRN++wR7Oj8xEIEFLBOToo7aoIzb3d0U6pab0WgUzBsBGqYPS4oL1EgDevdC2LBiK0nox04Etiw/IfoHNyYN9xPbclMj4e9+Q3GVBmjdlyZpRADapLT/221J8DtbNgTowrTrsUADsGJUfUvsVOXQntcKeWzcTgbcRG5BHNcI/T9JmzDyuNJyqFFo/pbxnRgHYrDtR4bg9XufSJ2dSl45UftP6H8CuGErrpipS6y3VVKJTzkzVMnPWDJsSE5Bd6V6KFI7zsigeD2+vpap2zWcLgzSAxJSKkp86IM1KtqR+Pfbp/g3AbnjpSlsd7Ne/OmbEPI6cj2qXzRCcNUtJ8ZYtHpL3+ov0zIV5dfdcFV8Abyct2S/mIQB8cOmTn9IsiXT+dqkUQOJeGZCH0jqtSGfJUyMANmko/Uf160t24VkfANh9plLgri/9YASQmJiAHJyu7TxNFzu/XbJ5PDo1Ipe5qTZBGb+rt6rk/Of0hwxshVkfCwdcJgtgR+xl5VD9eujbdcCmXfJCQVNQqeU5g43ExQTktOSPCyr8Xo+vitc3Ack9Fia9WOyVpR1qEzRqFyRSl57/nKYXwOaZszlLXVQLAO+FI/mavvju17gyzb3KSEUljfgOY9U271vOv/6pd0HKQPJim1ikT9rSq3Wksm9qhp/OxLspmqkA3orztS5yV5HM+MyN2qF86Yn3p0zzCgA7xbkYSLM0OuuckuuDgXinh5Oz1dpMP8lmm0clHDYk5ekq31XoQmr6K6TdMQAASJzuG9l5kKbVlSWwTa/vxQIAAAD4QAjIAAAAgIWADAAAAFhWb4MMAAAAfGDUIAMAAAAWAjIAAABgISADAAAAFgIyAAAAYCEgAwAAAJYEArK+H7p9+8fJULwdmtcAAAC81iRzbCVjzNziuiitFzMNH1pyNcg1fU90b2pon6TNRAAAgPUNb4sqoP4QOW1KwYzbKB2O99tSfJ7kml6tI5V9QvJnsERAdqUxdfQUDI17MxkAAOA1Zmpq9WAF0fuGZP4WZeC1pbxnxr1SELhD8/zWknG99F5Z2qH5Of/ocN6R9n+cIf/o4gOyX2Bz8tAaTGqGn7d05AYAAD4+FX5T+xU5dCc1tZ5bNxONo3Px/pQlqfPS7lVKMuVD6Y3mp4ZezUwElNiA7P6uSKfUlJ/LNJW4zE0dhdH+GAAAxBtK66bqN9M8PzKjNu2lJdeXInX3XBwzamkvfemoX4dZmpB+dDEB2ZWuKkCF4/yCI7a0lP9YR316UEd+nXJGUleueQ0AAEDIS1fadyqsfl05qq5t+F9bhdy65FcO5K40HBXm1/pb7JrkLtKzHZ0Hpyouu6o4AUhedO8xXBsAAJugr8fKSVUK0nxeo+YZO2czAVnJHuiWyg/S50pPYAMiztyoYWunKAHg09AVEjoc62YZyV0kiPctJiBnJVsS6Tz1zfOA3y7ZPJ5vKN2/6lWlouQpSAAAIMpeVg7Vr4e+fd2SaZe8IemsP8fpCjzTLnmWDscZqehmIC6VEJ9JTEBOS/64IHJ5Pe5mRXeJknssLOzFwr3ShakgzZvkrjgFAAAfjSP5mkin/GvcJNPPECppbKzHrKO81KUjld/jOUpjvyJSCs+RcPyZxTaxSJ+0TafYQfvGzNOZeDdFM3Vktp/k3GMz0b4KAQDAx+RcDKRZqkrOZIjrg4F4p4fTZ6vtfpJVmNXT/M4A/HGr3rjDkXPdZe24961ryT57cvYldH78/pcfjrWqY+Y9HrhZyEeX8nTDxVXoQmr6K+RoCgAAJE73jew8SPN5e5Vtum9kv4Ivwf6Wsbs2dpEeAAAAsIsIyAAAAICFgAwAAABYVm+DDAAAAHxg1CADAAAAFgIyAAAAYCEgAwAAABYCMgAAAGAhIAMAAACWhALy7O2mG/dmEgAAQEL0He/IG9i0BAKyDsc59csT3WOcHgatgn/fcgotAABIxEtLiioQ56Q3zht6OD8y04EELRGQZ2uHp4/YHDkPFdD0yZnU1e/qv24wAgAAYB4TfqezRlFaL2a6DKV1WpFOTYXjC8eMAzYnPiD7BTYnD63B5GjtuSkFMxkAAOBV7huS2q/IoXUm2nN1NZvl/pdU7grS/IdwjO2IDcjub3W0VmrKz5O0GbOkl748qF+Fg2zwHAAAYMZQWjdVkVovtqnEsK9TxaFkX1SYtmuZv7XUOwDJiwnIrnQvVcg9zstq8dicBpGCFP+3YrAGAACfx0tX2nci9a/xNcP9p476WZXcv/lJLbPXk/pdRTKEZGxAAhfp2VQ4/paRii7sblvKe2Y0gITpdc2qRTEDF8YC+Ljq0ptqf+zIuW6KcdeW7ritMpCMRAOyexWE40JrwFWlwEalpfzHaq9nBtY7AB9R9oCrn7BdMQE5K9mSSOepb54H/HbJ5rFN90uY000yVDhur9pmGQAAfD57WTlUvx76diMJ0y7Zks76r5J+qKZ43DaZM9ZIWExATkv+WB2xXV6Pu1kZ3hYl91iY6cWCcAwAAFbnSL4m0in/klHHsP7ZaJU0prLG0XdpljpSObXaG7+05Ee5o7LHd/UuQLJim1ikT9rSq6kCuR+0b8w8nYl3UzRTDVVAr1U41jrlDG0iAQDA0pyLgQq/VcmZ3HB9MBDv9DB0tlo3K1OvU9E5M8oYpms4KuawCSlPN1xche4b2RRK2jsCAIDE6b6RnQdpPnPBP95Gwr1YAAAAALuNgAwAAABYCMgAAACAZfU2yAAAAMAHRg0yAAAAYCEgAwAAABYCMgAAAGAhIAM7SN+9MvXNuqMUAABIDAEZAAAAsCQakIe3xanbTBdvqd8CAACv4581s/LF9FCU1ot5IZCQhAKyKw1VSDN/izLwPNE9x+mB+6MDAIDXci4m2cIeejU1sVSUPLejRsKWCMhB+A0fsTXuzWTFvcpJtdSUwZ+yEImBLXppSXHOegkAOyO0LQuGBTXD6m+uL0UKx3myBxIXH5D9ApuTh9ZgcsT23JSCmewzBbR+SjgGtqstP/bbUnwO1s1BqyBVh1ONAHbMfUNS+xU5dCc1w55bNxPnc39XpCN1OeNsNTYgNiD7ha/UlJ9xhe+lrwpoQbISPvpriGteAmAD7kSF47aUzanF9MmZ2lV0pPKbNQ/ArhhK66YqUuvJ+ZEZtYxR7XHruzhmFJCkmIDsSneJUxfD/oP6qXbKNyI/R0d+3kCaparkCMnA5sy0u8tKtqR+Pfbp/g3AbnjpSlsd7Ne/rhZzqT3GpiV0kV5Bmjd2E4u0lG90U4yqdGkTCWxJWrJfzEMA+KioPcYWvDogp7OH5hGAtzWU/qP69SXL9QAAPixqj7ENMQE5OF3beeqb54GgYFr2slJQY/rhC4NGbZPpegXYDnOqsnCQNSMA4J1TGUJXsz307YZhpl1yFGqPsSUxATkt+eOCyOX1+Kp4fSOQ3GNBxV7LXlnOaiJVx25v7ErD0Y3uz8YXEAHYJLVDOV3ioloAeFccyasM0Sn/GmcI9yojFZU0prKGQe0xtiW2iUX6pC29Wkcq+0HPFJmnM/FuimbqhO7Au1fTF+WNerAwXcNdcHwHbILztS5yV5HMeJ1TO5QvPfHoixzAjnEuRhf2B9uz6wOVH04Pp89Wa6b2WGp5ao+xcSlPdzuxClVAi6a/wpW6ZAEAAFiG7hvZeZCm1ZUlsE0J9WIBAAAAfAwEZAAAAMBCQAYAAAAsq7dBBgAAAD4wapABAAAACwEZAAAAsBCQAQAAAAsBGQAAALAQkAEAAAALARkAAACwEJABAAAACwEZAAAAsBCQAQAAAAsBGQAAALAQkAEAAAALARkAAACwEJABAAAACwEZAAAAsBCQAQAAAAsBGQAAABgT+X/z6V7SvNhHFwAAAABJRU5ErkJggg==)